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OOP to me means only messaging, local retention
and protection and hiding of state-process, and
extreme late-binding of all things. It can be done In
Smalltalk and in LISP. There are possibly other
systems in which this is possible, but I'm not aware of
them.

Alan Kay
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func move(x: Int, y: Int): Unit { \

print("Shape moved to ($ $y)") ( ~\\ ——
' Y S Circle < Rectangle
} _ f/ 5 g )

// Other common methods for shapes -
} #ixFloverride

class Circle <: Shape {

func move(x: Int, y: Int): Unit { 1f§fﬁiﬁ7\_fE5hape|3A7iUEPEl’Jl— TI:%

print("Circle moved to ($x, $y)")

/
SO 0] & ). 4
class Shape { )_L /

}

}
// Other common methods for circles ‘

class Rectangle <: Shape { . }\ABAﬁl.JEFIEijH:Z){kS

func move(x: Int, y: Int): Unit { /=12
print("Rectangle moved to ($x, $y)") #L'fj'fl:xﬂzs-move('l O, 20)

}

// Other common methods for rectangles

} SIRE

let sl1: Shape = Circle()

let s2: Shape = Rectangle() BAZ FSEfRERBIRAR BT LA CircleiRectangle

sl.move(10, 20) // Should print "Circle moved to (10, 20)"

s2.move(30, 40) // Should print "Rectangle moved to (30, 40)" RIESCFRAZIR, BaiERENAImMove A
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func

ZR{& U class Point(x,y); real x,y; formal p is pointer to Point
begin . A N
boolean procedure equals(p); ref(Point) p;
if p=/=none then
equals :=\abs(x - p.x) + abs(y - p.y) < 0.00001
real procedure dstance(p); ref(Point) p;
if p == none thenerror else
distance >sqrt(kx - p.x )**2 + (y - p.y) ** 2);
end ***point***

p :- new Point(1.0, 2.5); uninitialized ptr has
q :- new Peint(2.0,3.5); value none
if p.distance(q) > 2

pointer assignment
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code for
equals

p | e » access link Sl
real X 1.0
real vy 2.5 ]
proc equals | ¢
proc distance . y

R M S FKE
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code for
distance
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class Li.ne(a,b,c); real a,b,Cc; « | ocal variables
begin
boolean procedure parallelto(l); ref(Line) I; N line determined by
if | =/= none then parallelto := ... ax+by+c=0
ref(Point) procedure meets(l); ref(Line) I;
begin real t; > PrOcedUI’es
if | =/= none and ~parallelto(l) then ...
end;
reald; d:=sqrt(a**2 + b**2); .
if d =0.0 then error else q
begin
d :=1/d; . Initialization:
5= and; Dbl 0= O “normalize” a,b,c
end;
end *** Line***
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class A
A class B
A class C

B class D
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d :- new D(...)
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Three class methods * Explanation

newX:xvalue Yyvalue | | - selector is mix-fix newX:Y:
A self new x: xvalue e.g, Point newX:3 Y:2

yeyalue - symbol » marks return value
Origin | | - new is method in all classes,
:i\;f ;'S\';X_ 0 inherited from Object
v 0 ' - | | marks scope for local decl
infflalize | | - initialize method sets pi, called
0i <- 3.14159 automatically

- <- is syntax for assignment
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Five instance methods * Explanation

x: xcoord y: ycoord | | set x,y coordinates,
X <- xcoord e.g, ptx:5y:3
y <- ycoord
moveDx: dx Dy: dy | | move point by given amount
X <- dX + X
<-dy +
2 |y| g S return hidden inst var x
v || Ay return hidden inst vary
draw | | draw point on screen

(...code to draw point...)
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to superclass Object

Point class
Template

Method dictionary

Point object

Detail: class method shown in
dictionary, but lookup procedure
distinguishes class and instance
methods



5. ColorPoint

new instance
variable

new method

override Point
method



5. ColorPoint

Point object Point clags Template

Method dictionary

ColorPoint object ~ colorPointclass — Template

Method dictionary




